A reference architecture for feedback-based control of service ecosystems
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Abstract—With the emergence of digital business ecosystems, new control mechanisms are required to sustainably ensure responsiveness on dynamically evolving consumer demand, as well as goal congruence with the platform providers’ strategic goals. Based on system theoretical reflections, we propose a 3-layer reference architecture that collects data on service interactions, aggregates monitoring and feedback information and thus provides data basis for the said control mechanisms.

I. INTRODUCTION

The IT sector is undergoing a major restructuring process, where an important share of formerly transactional business designs is replaced by Software-as-a-Service (SaaS) solutions. Consumers “demand product and service customization, speed and high levels of quality of service, all in a seamless fashion and preferably from a single provider. In many instances, consumers will only use and continue using products and services, if their value preferences and criteria are met or exceeded by the services provider” [1]. To cope with these requirements without losing the focus on core competencies, companies started delegating the process of value generation into the supply chain [2], limiting themselves to a role of substantiating basic value contribution. This process cannot be reduced to simple outsourcing decisions, but has lead to renewed strategies of innovation and added value creation. Thus, companies are forced to open their business models to benefit from the value creation and the resulting pace of innovation outside the company borders [3,4]. Microsoft for instance interlinks its own services with those of eBay, Equifax, and PayPal to create a dynamic supply chain of interlinked autonomous services [5].

Through these open business models [3] companies aim at integrating own services and third-party offerings into a holistic and synergetic service-portfolio of assured quality and enhanced value proposition. A particular scalable form of open innovation is inherent in Web-based two-sided platform concepts. Examples are the media-covered success of the business application software provider Salesforce.com, Apple’s app store or the social utility platform Facebook. These platform providers have to cope with an incorporated flexible network of interconnected autonomous services. The consumer’s role is becoming much more central to the supply chain with an increased volatility of preference patterns. SaaS providers require new and innovative mechanisms to control their service ecosystems in response to the enforced dynamism. Software architectures that are designed to cope with such a distributed setting of service ecosystems rarely exist today. However, they are a prerequisite for the monitoring of data and the aggregation of information that is required for the execution of these new control mechanisms.

In this paper, we aim at closing this gap with the design of an architecture for customized feedback to service providers, allowing for accelerated adaption on changing market requirements that are in coherence with the platform provider’s strategic goals. We focus on platform-based business ecosystems of two-sided service platforms such as Salesforce, Netsuite or Facebook or more specifically, on ways to optimize their respective service-enabling ecosystem. We begin most fundamentally by introducing our understanding of business and service ecosystems. In section 3, we review system theory to derive a control mechanism in response to the changed requirements on control in dynamic service ecosystems. Subsequently, we propose a reference software architecture that collects data on service interactions, aggregates monitoring and feedback information and thus provides data basis for the feasibility of the control mechanisms, in chapter 4. Finally, we draw conclusions and outline our next steps in implementing feedback-based control.

II. SERVICE ECOSYSTEMS

With Web services technologies and service-oriented architectures (SOA) gaining mainstream acceptance, a new revolution of service-orientation has emerged. These technologies provide the technical foundation for more dynamic and flexible ways of creating customer value in business ecosystems. In this context, digital business ecosystems represent an entirely new class of business design that empowers consumers to create their solutions and service compositions that best suit their needs on-demand [6].
Business ecosystems (see fig. 1) represent an economic community, embracing the platform provider, service providers (being competing service complementors), consumers, and other stakeholders creating customer value in a co-operative manner. According to [6] “businesses should view themselves as a federation of capabilities that collaborate with other enterprises within a business ecosystem.” The resulting service value networks (SVNs) can hence be interpreted as an instantiation of a business ecosystem at the time of composite service consumption [7].

Successful platform providers depend on a robust, highly productive business ecosystem of complementary third party companies to co-create the platform’s overall value proposition and to support its market adoption [8]. Therein, “the performance of a firm is a function not only of its own capabilities or of its static position with respect to its competitors, customer, partners, and suppliers, but of its dynamic interactions with the ecosystem as a whole” [9]. Business ecosystems are understood as an “economic community supported by a foundation of interacting organizations and individuals [...]. This economic community produces goods and services of value to customers, who are themselves members of the ecosystem” [10]. The participants of the business ecosystem “work co-operatively and competitively to support new products, satisfy customer needs, and eventually incorporate the next round of innovations” [10]. They co-evolve their capabilities and roles over time, and tend to align themselves with the directions set by one or more central companies, the platform provider. Salesforce, for example, offers CRM-as-a-service, while external service providers complement the core service offering through related service like address verification, graphical information systems of financial service applications. These dependencies, however, evoke particular indirect network effects, determining the platform’s market success and profitability: The more external companies join the value net, the more valuable the platform becomes. This dynamic causes more users to adopt the platform and more service providers to enter the ecosystem [11]. Thus, service ecosystems develop due to mutual benefits that autonomous partners gain through an interlinking of their respective investments. In doing so, they accept reciprocal dependences, which lead to tremendous implications on economic value creation and capture in distributed ownership [6].

Once having adopted a platform strategy, its long-term success depends on continuous innovation and renewal of the business ecosystem [12], embracing continuous services portfolio optimization and provision of superior customer value. This embraces two primary risk factors with respect to a robust evolution of such an ecosystem: a) information asymmetry (as service providers lack a comprehensive market view) [7,13,14] and b) goal incongruence with the platform provider’s objectives. The risk of missed goal congruence, for example, is currently visible in Apple’s app store through a bias towards “games” of low technical quality [15]. The platform provider’s challenge with respect to its ecosystem relates to its lack of active control mechanisms as the complementary services are in the service enabler’s ownership. Thus, ensuring goal congruence means, ensuring that the goals of the partners within the service ecosystem are consistent with the goals of the platform organization itself [16].

In the following, we will discuss how key market information can be used as feedback to service and platform providers to maintain goal congruency based on concepts of system theory.

III. INTRODUCING FEEDBACK CONTROL TO SERVICE ECOSYSTEMS

Payring respect to the high dynamics in value nets [17] and to the autonomy of the service providers in the service ecosystem, we make use of system theory in our pursuit of optimizing offerings of SaaS platforms (see figure 1). In the following, we will first provide a general introduction into system theory and thereafter show its application on the previously introduced service ecosystem in the context of SaaS platforms.

System Theory, as pioneered in [18-20] tries to capture complexity, system adaptivity, self-organization, or connectionism in systems. Explicitly, the term system may refer to social, biological, organizational or technical systems. In recent IT-focused research, [21] analyze and describe the interactions of independent players and the resulting macroscopic effects as multi-agent relationship. In this context, they provide profound insight into self-organization in the context of IT-based dynamic systems. According to their findings, self-organization describes “an adaptable behavior that autonomously acquires and maintains an increased order of complexity” [21]. The burden of highly co-operational complexity in value nets can thus be substituted by less intricate, but decentralized auto-adaptation processes [22,23]. Complex system theory, hence, provides a starting point to describe the dynamics and service autonomy of value nets, which classical linear process models are unable to capture. In the following, we apply this theory with the intent to create an architecture for information-based optimization of service offerings in SaaS platforms and their service ecosystems.

In particular, we model value nets as controlled systems, a system-theoretical concept to apply feedback in control engineering [24]. Challenging in value nets of autonomous services is their self-organized behavior, which prevents their central or directly control or optimization. In this respect, platform and service providers are driven by different expectations (set values) as regards their performance and the quality of their service offers. Intrinsic motivation, external stakeholders or feedback from the market may influence these
Based on received feedback of the actual performance and in alignment with the commercial goals (set value), each service provider may readjust the service proposition. While the service offering is placed within the control path, the service provider takes the role as an outside spectator, influencing the process through the modification of the respective service offering. Hence, the service ecosystem self-organizes. Service providers may modify their value proposition in one or more of the service ecosystem’s services (within the control path) by internal “process transformation” [2] or through a selective replacement of their respective supplying services. This causes a “system transformation” [2]. Similarly, the platform provider is part of the loop. Platform providers differ from service providers in possessing a configuration power on the extended analysis component (see fig. 3). In some platform designs, the platform provider may also exert direct or indirect influence mechanisms (IPO) on service providers.

In summary, we identify three fundamentally different types of feedback information that has to be generated by the EA component (see fig. 3): Preference feedback, describing the consumers’ response to offered composite services; Structural feedback, correlating composite services with their supplying value nets, i.e. the service ecosystem’s topology; Interpreted feedback, giving each service and platform provider the information needed to exert their respective corrective action [7].

![Figure 3. Types of Feedback provided by Extended Analysis Component](image)

IV. A REFERENCE ARCHITECTURE FOR OPTIMIZATION OF SERVICE ECOSYSTEMS

In the previous sections, concepts of service ecosystems and their respective control have been introduced. We further formulated the overall goal to capitalize on the platform provider’s role as keystone in the two-sided market scenario. Through our proposed feedback-based approach, we aim at goal-congruent service evolution of platform and service providers. However, our considerations, so far, have only been of theoretical character.

From a technological point of view, though, there only exists little work that addresses software architectures to optimize service ecosystems. Most closely to our approach, [26] propose a Web Service Manager to monitor and control Web services based on service execution logs and conversation abstractions. However, this approach focuses on the management of Web services from the perspective of a focal corporation. Thus, does not consider the particularities of service ecosystem that arise around platform offerings, i.e.
digital business ecosystems. Still, we may draw technology concepts for the development of our reference architecture.

The reminder of this section, thus, contributes to this void by engineering a reference architecture that provides a framework for monitoring service interactions, analyzing service interaction data, aggregating relevant feedback information, and finally providing customized feedback information to each service provider. The architecture is based on experiments which have been conducted in the frame of the Theseus / Texo project [27].

A. Requirements Engineering

In our effort to develop a reference architecture for SVN optimization, we followed the standard requirements engineering process, i.e. iterated requirements elicitation, analysis, specification and validation [28]. We used longitudinal studies [29] and theory, based on [7,25] such as discussed in section II as major source for requirements elicitation. We will further use experimental prototyping to verify the identified requirements. We used requirements allocation to identify requirements of lower level software components in the proposed reference architecture. In conclusion, we identified the following set of requirements:

1) Service-oriented design (SoD): Service ecosystems are built upon the service-oriented paradigm, correspondingly service-orientation must govern the overall architecture design. In respect of this frame set, the required interoperability between platform providers, service providers and feedback provider can be guaranteed. Next, SoD allows for loosely coupling feedback components, which serves the independent development of separate components, i.e. feedback components. Finally, the SoD allows to bind external cloud services (e.g., storage, messaging or database services) to achieve lightweight and scalable implementations.

2) Multi-tenancy: Feedback information is derived from raw data (service interactions) that comprises information of the SVN overall performance. Each service provider, however, must only be granted access to targeted feedback on statistical and quantitative information, relevant for the respective performance. On the other hand, the platform provider requires specific information, enabling the assertion of corrective actions [25]. A multi-tenancy approach pays respect to all involved player, as it is “both robust and secure enough to satisfy tenants […] who are concerned about surrendering control of vital business data to a third party, while also being efficient and cost-effective to administer and maintain” [30].

3) Platform-oriented design (PoD): Like service providers complement a platform provider’s service portfolio, SVN optimization tools should allow for customized extensions. Our reference architecture, therefore, is designed to expose base value that can be complemented by higher level feedback providers, i.e. applies SoD not only for external interoperability, but also for future extensibility.

B. Reference Architecture Overview

Our reference architecture for SVN optimization is built upon three logically separated layers of services. Following the above-described PoD requirement, so-called platform core services form the foundation for higher-level service management services and complex feedback services. Each lower-level layer describes its service offering in an interface (see “Service Management Interface” and “Platform Core Service Interface” in fig. 4) that can be accessed from higher-level registered services complementing the platform offering (see “Add-on” in fig. 4) and from within the same layer. Feedback services may access service management and platform core services directly. The so-called “Feedback Interface” is the access point for platform and service providers to either request feedback information, register for feedback, adjust feedback parameters or subscribe for service monitoring. The so-called Client Apps layer (see fig. 4) illustrates our concept of integrating the feedback information from a service or platforms provider’s perspective by means of service invocation. We furthermore aim at providing an independent graphical client that provides feedback information in an illustrated way (see GUI client in fig. 4).

Platform core services comprise a storage service, a message queuing service, a service repository, and a user management component. The latter caters for multi-tenancy, while the service repository is required for service providers to register their services for optimization. Only if a service is registered with the SVN optimization tool, service interactions will be monitored and feedback information will be generated. This empowers service providers to independently affirm service monitoring. Next, the message queuing component provides channels for asynchronous communication (e.g., triggering of other services) between service components of all layers (e.g., service registry may trigger service monitoring). Therefore, incoming queues can be dynamically registered for each service (e.g., add-ons may communicate asynchronously with peer services). Most important among the platform core services is the multi-purpose storage service. Depending on a service component’s storage requirements the storage service may provide block-storage (e.g., Amazon’s S3), relational database functionality or highly write optimized storage (e.g., [31]). In summary, platform core services free higher-level services from taking care of infrastructure and administrative features and in consequence contributes to a design of lightweight service components.
Service management services form the middle layer of the reference architecture. These services are characterized by their aim to provide functionality to manage and monitor service performance at the time of service consumption in service ecosystems. Essential to our concept of feedback-control is the service monitoring component. The dynamics and the distributed setting of service ecosystems, demand ways to track and eventually monitor individual service interactions. We are currently performing experiments on centralized and decentralized approaches of monitoring service interactions based on SOAP proxies and interceptors. The service monitoring component makes extensive use of the storage service as the number of messages to be tracked will be high, and will even rise with the progression of successful service ecosystems. The service management component, on the other hand, is designed to supply service providers with basic service management functionality during service consumption. By the use of this component, service and platform providers may define thresholds for performance indicators (e.g., response time or average service request per day). In doing so, the SVN optimization component may notify service or platform providers, if threshold are exceeded. In a more advanced example, platform operators may be able to define and monitor service level agreements over multiple layers of composite service execution.

Feedback services provide the information that is crucial for our concept of feedback-based control of service ecosystems. According to the previously identified three major types of feedback, i.e. preference, structural and interpreted, we propose one service component for each of the feedback types. Both, the preference and the structural feedback component consume platform core services to retrieve service monitoring data and store aggregated feedback information such as consumer preference clusters and SVN topology information. Interpreted feedback services access this feedback information through the platform core service interface, perform interpretation steps, and store interpreted information. Thus, each feedback service poses individual requirements on the storage service, which again justifies our concept of a multi-purpose storage service. Invocation of feedback services is based on events such as user request, scheduled task, or other platform services. Finally, we anticipate additional feedback services such as third-party performance monitoring or feedback components that can be integrated as add-ons.

V. SUMMARY & FUTURE WORK

In this work, we introduced a reference architecture, which collects data on service interactions, aggregates monitoring data, and provides feedback information in service ecosystems. This information is automatically interpreted and customized for each service provider, and forms the basis for service optimization at the service provider’s side. Our reference architecture is further adapted to the platform provider’s needs to purposefully exert corrective measures in the pursuit of goal congruence of the ecosystem’s evolution. The architectural design is based on a feedback loop and motivated with system theory. It provides a scalable, service-oriented design and is structured in a multi-tenancy approach. By implementing this architecture, we expect to considerably enhance service quality in service ecosystems. Furthermore, the architecture supplies platform providers with means to align the ecosystem to their strategic goals.

In a next step, we aim at optimizing our feedback interpretation. Through experimental data, generated with our architecture from higher quantities of users, we aim at better understanding consumer preference clusters, their evolution over time, and their specific implication per service and platform provider. We will furthermore focus on evaluating algorithms such as proposed in [32] to complete our feedback information by means of value network topologies. Thus, we aim at providing a tool that discovers processes and systems transitions in service ecosystems over time. In recent related work, we are furthermore going to examine the role of trust in controlling service ecosystems both from a conceptual and a technological viewpoint.
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